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Relevance of the thesis and the achieved results 
 
Relevance of the thesis: 
In recent years, it is typical in specific problem areas, to use specialized modeling 
languages – domain specific languages [16] (DSL – Domain Specific Language). 
DSLs are created specifically to solve problems in a particular domain and is not 
intended to be able to solve problems outside of it. Development of support tools for 
such languages is a labor-consuming process. One of the methods to improve the 
developing process of DSL tools is to create generic metamodel based tool 
development platforms, which would ensure convenient and fast development of the 
corresponding tools. A part of the thesis research has been devoted to the issues of 
development of such generic metamodel based tools. 
 
Another area, to which the research of the thesis has been devoted, is related to model 
transformation languages. Model transformation languages have become to be an 
important part of the non-trivial computer software development process. Nowadays 
in the developing of computer systems ever more often various metamodels and 
correspondent models are used. They are taking an increasingly important position in 
software development. Such development method is referred to as model-driven 
software development (MDSD) [17, 18]. It is a rapidly developing technology, which 
is used ever more often for designing different types of software. It must be noted that 
frequently MDSD approach in software development is based on various DSL 
languages, with assistance of which the corresponding models are formed. The basic 
idea in application of MDSD approach in software development is use of models, 
which can be transformed from one design phase to another by means of 
corresponding model transformations. Therefore very crucial are the instruments with 
which such model transformations can be executed – model transformation languages. 
In practice, it has been proven that neither the traditional programming or modeling 
languages are sufficiently appropriate for those requirements. In order to implement 
the ideas of MDSD in practice, a special type of language is necessary. The language 
MOLA, developed within the framework of the thesis, is exactly that kind of 
language, which can be conveniently applied to MDSD tasks. It must be noted that 
regardless of research performed during several years on model transformation 
languages, the world leading organization in establishment of standards in modeling 
sphere (OMG[19]) has not yet developed a standard for model transformation 
language.  
 
The most recent research shows that transformation languages are conveniently 
applicable in DSL tool building. It must be noted that the transformation language 
MOLA developed within the framework of the thesis is a typical example of a DSL 
language.  
 
The main results of the work: 

 A generic metamodel based modeling tool has been developed – actually, it 
is a fully metamodel based modeling tool building platform. The main 
advantage and feature of the tool is that there are no predefined (integrated) 
modeling methodologies. In order to initiate modeling, the tool must at first be 
“filled up” with metamodel and additional information describing the desired 
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modeling language and the corresponding technology for work with models. 
Using this modeling tool building platform a modeling tool of industrial 
quality supporting specific methodology can be created, using a relatively 
small effort. It must be stressed that this tool has been successfully used also 
in further research and by using this tool, an editor of the model 
transformation language MOLA was developed.  

 Model transformation language MOLA has been developed – a graphical 
model transformation language, which has already been tested in practice and 
is conveniently applicable and very suitable language for MDSD tasks.  

 MOLA Tool has been developed – it is a combination of various components 
ensuring all necessary services in order to apply the transformations written in 
MOLA language for MDSD tasks. The tool ensures such services as 
transformation writing, compilation, execution, data import and export from/to 
commercial modeling tools.  

 
It must be noted that the achieved outcome is the result of team work. The author 
of the thesis has contributed significantly to the work and has actively been 
participating in all research areas, which are related to the achieved results. The 
personal contribution of the author is specified in the following sections of the 
summary and in the annex. 
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General description of the thesis 
 
The Ph.D. thesis “Transformation language MOLA and its application” has been 
elaborated during the time period from year 2001 until year 2007 at the Department of 
Physics and Mathematics of the University of Latvia and in the Institute of 
Mathematics and Computer Science (IMCS) under supervision of professor Audris 
Kalniņš. This work carries on the IMCS traditions of tool building and language 
development, which had been initiated already in year 1986. The main contents of the 
thesis is reflected in 13 publications [1-13] and presented in 12 international conferences. 
The thesis is formed as a set of thematically related papers about various aspects 
related to metamodel based modeling tool building and model transformation 
languages. 
 
The subject of the research – development  of generic metamodel based modeling 
tools and model transformation languages. 
 
The goals of the research – to develop and implement in practice a generic 
metamodel based modeling tool, as well as to develop and experimentally test a 
model transformation language, which could be used in MDSD tasks. 
 
Research stages – the results of the thesis form a closed research cycle, beginning 
with the research yielding one of the result of the thesis – generic modeling tool (the 
tool was later applied in development of model transformation language MOLA) and 
ending with research on transformation language MOLA and its implementation and 
application to MDSD tasks. The research is summarized in a thematic order (it 
conforms also to the chronological sequence of research):  
 

 The first research stage – from year 2000 until year 2004. The research and 
results of this stage are described in Chapter 2 of the summary and in 
corresponding publications [1-5]. The main result of this stage is the developed 
generic metamodel based modeling tool, which in many aspects during that 
time was unique and superior over other tools, which were built for similar goals. 
The second significant result was the acquired comprehension and knowledge 
about model transformations. The research results achieved during this time 
period were the main idea resource for further development of model 
transformation language MOLA and for related research. The author of the thesis 
has actively been participating in all research during this time period, beginning 
with year 2001. The author's contribution in general constitutes over 40% of all 
performed research during this research stage.  

 
 The second research stage – from year 2003 until year 2006. The research and 

results of this research stage are described in Chapter 3 of the summary and in 
the corresponding publications [5-10]. The most important research result is the 
developed model transformation language MOLA. It must be noted that the 
research in this area are being carried on and currently the next version of the 
language is being developed. An important research result was also the 
performed efficiency evaluation of MOLA language pattern matching. The 
author of the thesis has been actively participating in all research that was 
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performed during this time period and the personal contribution of the author 
constitutes over 50% from all of the performed research during this research 
period. It must be noted that the solutions developed during these research later 
had a very significant practical importance for efficient implementation of 
MOLA language.  

 
 The third research stage – from year 2005 until year 2007. The research and 

results of this stage are described in Chapter 4 of the summary and in 
corresponding publications [11-13]. The main research result is the developed 
MOLA Tool. The author has been actively participating in all research that was 
performed during this time period and the personal contribution of the author in 
overall constitutes over 30% from all of the performed research during this 
period. It must be noted that the research in this area is being carried on 
intensively and currently the next version of MOLA Tool is under development.  

 
The theoretical and practical significance of the research 
The main results of the research of the thesis are reflected in 13 publications [1-13]. 
The most significant results have been reported in important international scientific 
conferences in the research area. The author of the thesis has presented the results in 
seven of them. The author has also given demonstration of the MOLA Tool during the 
tool demonstration section of the international conference (“European Conference on 
Model Driven Architecture – Foundations and Applications (ECMDA-FA)”) [20]. 
 
An evident proof of the practical importance of the research results is the application 
of the developed model transformation language MOLA in various projects. 
Following are listed the most interesting projects: 

 EU’s Sixth Framework Program (FP6) project – ReDSeeDS (Requirements-
Driven Software Development System) [21]. In the ReDSeeDS project, the 
MOLA language is used as an instrument for definition and implementation of 
transformations. 

 Currently at IMCS, a new generation metamodel and model transformation-
based tool framework [22] is being developed, within which the model 
transformations are built in MOLA language. 

 A master course “MDA and model transformations” has been elaborated and 
introduced in the master studies of Computer Science at the University of 
Latvia. MOLA language has been widely used both in students’ practical 
works and in description of the basic principles of model-driven software 
development.  

 
The following chapters of the summary contain short description of the most 
significant results and basic problem settings, which in the corresponding publications 
are described in more detail: 

 In the first chapter, a general description is provided about the basic development 
principles of model-driven software and about the key terms, thus supplying the 
reader with the basic knowledge that is required for better understanding of the 
research performed by the author and about the significance of the achieved 
results. 

 From the second to the fourth chapter, a summarized description is provided 
about the research performed and results achieved.  
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 In the conclusion, a synoptic summary of the research results and shortly 
described further research directions are given.  

 In the annex, listed are those international scientific conferences, in which the 
author has presented the achieved research results, and the personal contribution 
of the author is specified for each of the publications included in the thesis.  
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1 Metamodeling and model-driven software 
development 

 
Nowadays when developing non-trivial computer software, during the development 
process, ever more often various metamodels and corresponding models are applied. 
They take an ever more important role in software development. During the system 
development process these models are subjected to various transformations 
(modifications). However in order to describe the transformations, the transformation 
languages are used. Such development method is called model driven software 
development (MDSD) [17, 18]. In the chapter, a general overview is provided about 
this area of computer science and application thereof in system development, as well 
as about the main terms of the sector, thus ensuring the reader with the basic 
knowledge required for better understanding of further chapters.  
 
 

1.1 Metamodeling, metamodels, and models  
 
The concept of “model” in computer software development is considered a theoretical 
construction displaying a specific fragment of the world. A model is a set of 
interconnected objects, which displays a certain idea. Physically the model usually is 
a graphical image, in which according to established rules various graphical 
elements are formed and placed. It must be noted that the graphical representation of a 
model is not a mandatory requirement in model construction. The model can also be 
in textual format.  
 
As it has been mentioned above, the models are formed in strict accordance to 
established modeling rules. What establishes these rules? Generally speaking, it can 
be said that each model is created in compliance with regulations that are established 
by a certain higher level model - a metamodel. A metamodel can be perceived as a 
general schema or language syntax, according to which models are formed. For 
instance, one metamodel can be used for illustrating the organizational structure of an 
enterprise, and another – for description of an information system. In each of the 
above mentioned cases, the metamodel establishes the rules, according to which the 
models can be built, or to express it with other words – models would be the instances 
of some metamodel. For instance, by using a metamodel displaying the organizational 
structure of an enterprise, each enterprise can create an individual model, following 
this one common metamodel. For various enterprises these models will turn out 
different, but they will be unified by a common metamodel and by certain common 
rules. In a broader understanding, a model can be any type of formalized 
(understandable for the computer) artifact, which appears during the development 
process and the structure of the model can be described with a metamodel.  
 
Metamodel is also called the model of the models. Respectively, the metamodel is the 
model itself, which has been formed in compliance with a certain higher level 
metamodel (meta-metamodel). Each specific metamodel and its corresponding models 
define two metamodeling abstraction levels. Theoretically, it can be talked about 
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arbitrary number of metamodeling levels, where each of the upcoming levels is the 
meta-level of the previous level. In practice, usually only four abstraction levels are 
used: M0 – model instance level, M1 – model level, M2 – metamodel level, and M3 – 
meta-metamodel level. 
 
Currently the most frequently used metamodeling standard is by OMG[19] elaborated 
MOF[23] (Meta-Object Facility) standard, which establishes four abstraction levels 
(see Figure 1.1). The current MOF version right now is 2.0 [24], and soon it is 
planned to complete the work with version 2.1, however it is expected that it will not 
particularly change MOF applicability in practice.  
 

 
Figure 1.1 OMG meta-level hierarchy example (Figure from [27]) 

 
In practice, numerous models are described in either of the versions of the modeling 
language UML[25, 26, 27, 28, 29] (i.e., conforming to the UML metamodel, which in 
turn is defined in MOF). It must be marked that the models can be described also in 
other languages, including any of object-oriented (OO) programming languages (the 
abstract syntax of a specific OO programming also corresponds to the meta-model).  
 
Several typical model examples: 

 UML activity diagram – business process model. 
 Set of UML use case and activity diagrams – specification of system 

requirements. 
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 Set of UML class diagrams – system analysis model. 
 UML class diagrams, where J2EE stereotypes are used – design model.  
 Java program (written in abstract syntax). 
 J2EE program (components + descriptors), also in abstract syntax. 
 Workflow definition in either of the defining languages (for instance, BPMN 

language [30]). 
 Formal schema of Web pages (without “decorations”). 

 
 

1.2 Model-driven software development 
 
At the end of the nineties and during the first part of this decade, a situation had 
formed that the necessary experience had been accumulated, in order to implement 
new paradigm and new principles in software development. Such technologies and 
knowledge was acquired as metamodeling, operations with models, application of 
UML diagrams in software development, various component development 
environments (EJB, .NET, CORBA), and object-oriented software languages. 
However it all together had not rendered the expected effect in software development 
and a significant efficiency leap had not been achieved.  
 
In year 2000, OMG initiated a new project – Model Driven Architecture (MDA [31, 
32]). Specific results appeared only during the second half of year 2001, when OMG 
published the first version of MDA Guide [33], where the basic ideas and applications 
of MDA were described. The main idea was that in development of non-trivial 
systems various meta-modeling primitives should be systematically used. Important 
was the finding that in practice the models are not appropriately used, their potential is 
not exploited, and that the models possess various roles during the system 
development process. Since that moment, MDA and issues related to it have been 
rapidly developing and even today the development pace has not decreased.  
 
It is interesting that intuitively similar ideas had been used by many in daily practice, 
but there were no successful attempts to formalize, arrange, and elaborate a 
methodology of how to use it consequently in software system development.  
 
MDA implemented the model role concept in the system development process. Three 
types of models were offered: 

 Platform Independent model – PIM, it is a model where platform-specific 
elements do not appear. It describes the system, but does not show details of 
its use of its platform. 

 Platform Specific Model – PSM, is a model where PIM described matters are 
combined with specific concepts of a specific platform (for instance, EJB, 
.NET, WebServices, CORBA). 

 Computation Independent Model – CIM, it is the conceptual or business 
model of the system. It must be noted that if a CIM model is used in software 
development process, then it is more in a role of a documentation component 
and not as a formal document “understandable to the computer”.   
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Another important formalism, which was implemented in MDA approach, is model 
transformations. Model transformation is a process that has a very significant role in 
model driven software development. During the development process, one model 
needs to be modified into another according to a certain given method, by transferring 
and incorporating all of the necessary information to the other model. The 
transformation process itself involves modification of a certain model (source model) 
or metamodel (source metamodel) into a different model (target model) or metamodel 
(target metamodel). The most common case that the developers most frequently 
operate with is the model transformations. It means – to take a certain model of a 
fixed metamodel (source metamodel) and to transform it into a model of a different 
(or the same) fixed metamodel (target metamodel) (see Figure 1.2). It must be noted 
that also transformations of the metamodels are not unusual and are a frequently 
exploited option in practice.  

 

 
Figure 1.2 Transformation application schema 

 
In the course of time, various approaches have been developed on how the models and 
corresponding transformations are used in software development. In the classic OMG 
approach, MDA application is designed in such manner that it consists of one 
platform independent model and of one or more platform specific models, and 
complete realization thereof in each of the platforms that the application developer 
has chosen to support. In addition, during the application development process 
transformations are applied which are part to the development process. It must be 
noted that in MDA approach it is considered that the only OMG offered 
metamodeling instruments are used (MOF, UML). 
 
In the model driven software development (MSDS) it is looked at from a broader 
perspective. In the MDSD approach, there is no “firm” involvement with MOF and 
UML, and numerous (of course, formalized) metamodeling instruments can be used. 
It must be noted that in specific problem sectors, a widespread practice is to use 



 

 EC_Kopsavilkums_eng.doc  13

specialized graphical modeling languages – domain specific languages [16] (DSL), 
which usually are very different from UML. 
 
Another significant difference in MDSD approach, in comparison to MDA, is 
connected to the model application. In the MDSD approach, the source and target 
models are any two consecutive models that are used during the development process. 
The meaning of PIM and PSM in fact is a relative and it is dependent only on the 
specific level of abstraction, from which it is perceived. For instance, even such a 
specific model as Java program, if written in its abstract syntax, can be both as a PSM 
model and as a PIM model. Such Java program could be in a role of PSM model for 
design class diagrams and in a role of PIM model for a specific development 
environment platform, which in turn is a PSM model for the above mentioned Java 
program. The subject matter is only the logical model chain during the development 
process. It must be added that MDA is only one of the variants of MDSD application. 
 
At the end of the chapter, I would like to emphasize the most characteristic features of 
the model driven software development approach: 

 The metamodels and the corresponding models are the main artifacts of 
software development. It is a new paradigm in software development – a new 
method of developing systems. By such development of computer systems, 
“elevation” to another abstraction level occurs (operations with metamodels 
and models). 

 Use of transformations. By applying the MDSD approach, it is necessary to 
formally define the transformations; in addition, the transformations are not a 
part of the model, but instead they are a part of the development process.  

 

1.3 Model transformation languages 
 
As mentioned in the previous chapter, by using a model driven development 
approach, one model must be transformed (modified) into another according to a 
specific given method, by transferring and incorporating all of the necessary 
information to the other model. It must be added that such model transformations can 
be both manual (used before MDSD) and automatic - transformations performed with 
formal transformation assistance (in case of MDSD approach). However in order to 
define the transformation processes, a model transformation language is required. The 
model transformation language is a programming language, which is provided for 
describing model transforming processes. A program that is written in either of the 
model transformation languages in the most typical case would receive a model of a 
certain metamodel as the input data, and would return a model of another (or the 
same) metamodel as the data output (see Figure 1.2). 
  
Thus, in order to implement the MDSD ideas in practice, a special kind of language 
provided specifically for these purposes – the model transformation language – was 
necessary. In practice, it proved that neither of the existing programming or modeling 
languages was sufficiently suitable to those requirements that were necessary in 
model transformations, and in April of 2002, OMG announced a request for proposal 
(RFP) to the standard of such language – QVT (Queries/Views/Transformations [34]). 
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The model transformation languages are a fundamentally new language class. The 
main requirements, to which the model transformation languages must conform, are 
as follows: 

 They must service the arbitrary models of metamodels (within understanding 
of OMG only those conforming to MOF metamodels). 

 They must process the source models and produce the target models (must be 
able to describe and execute the transformations between the models, which 
conform to specific metamodels). 

 They must be metamodel based, respectively, like the transformation program, 
which is written in either of the transformation languages, is to be perceived as 
a model that conforms to the metamodel of the given transformation language.  

 They can be either graphical or in textual format. 
 They must be “easily” understandable both for people and for computers 

(must be declarative as much as possible). 
 There must be a corresponding tool support in order to conveniently create, 

alter, and execute these transformations.  
 
Various projects on language standard were submitted, which during the course of 
time did not develop any further or were combined and only one standard project 
remained – MOF QVT[35], in development of which 16 institutions were 
participating, including IBM, Sun, and four universities. This project unites multiple 
initial projects. In March of 2005, the standard language was supposed to be complete 
according to the plan, however at this moment (year 2007) it is still only in the 
planning stage and is delivered to the OMG platform task committee (PTC) for 
development of the final version [35].  
 
Simultaneously a range of other model transformation languages not related directly 
to the OMG request for proposal were developed – MOLA[6-13], Lx[36], GReAT[37, 
38], UMLX[39], ATL[40, 41], TRL[42], Tefkat[43], AGG[44], MTF[45], 
ATOM[46], VMTS[47], BOTL[48], YATL[49], Fujaba[50], VIATRA2[51], 
RubyTL[52], ALAN[53], MT[54], and other. It is interesting that still now new model 
transformation languages are developed and the existing ones – improved. Amongst 
the above mentioned languages, there are both graphical and textual languages. 
Particularly must be mentioned the graphical model transformation language MOLA, 
development of which is a part of the research results performed by the author within 
the framework of the thesis. A short description of the research performed in this area 
and description of the MOLA language is provided in Chapter 3 of the summary.  
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2 Editor definition language and generic modeling 
tool 

 
In this chapter, the results of the first research stage of the thesis (year 2000 until year 
2004) are reviewed, which are summarized in five publications [1,2,3,4,5] and 
presented in four international conferences. The author has actively been participating 
in all research during this research period, beginning with year 2001.  
 
 

2.1 Editor definition language and the prototype of the generic 
modeling tool 

 
During this time period, research was started, which lead to the development of the 
model transformation language – MOLA. When initiating the research, the problem 
sector was diagram processing tools. In practice, there was a necessity for flexible 
diagrammatic editor, which would be based on a specific metamodel [57]. As a result 
of the research, a methodology and tools were developed for defining such 
diagrammatic editors and a generic metamodel based modeling tool prototype for 
supporting this methodology was built. Below listed are the main elements of the 
developed tool prototype:  

 Logical metamodel – definition of the logical structure of the diagram 
objects, by using UML class diagrams. The logical metamodel in our current 
terminology would be referred to as the domain metamodel. It describes 
concepts of a certain problem region, as well as relations between them.  

 Editor Definition Language (EdDL) – a language, with assistance of which 
the graphical representation of objects and the editor behavior (dynamics) is 
defined. With the assistance of this language, the following components and 
features of the editor can be described: graphical representation of the logical 
elements, use of subdiagrams, various promptings, navigations facilities 
between the diagrams, symbol palette, and other less important features.  

 Annotation compiler (EdDL parser). 
 Editor engine – software, which provides editor runtime operations.  
 Graphical diagramming engine (GDE) – software that implements diagram 

drawing, automatic placement, and other functionality related to graphical 
object manipulation. 

 
The greatest contribution of the author in this research stage is development of EdDL 
basic constructions and the annotation compiler and editor engine designed and 
implemented by the author himself. 
 
In order to build an editor, it was necessary to perform several interrelated tool 
definition stages (see Figure 2.2): 

 At first, a metamodel was formed (or more precisely – its view for one 
diagram) as a UML class diagram.  
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Figure 2.1 With EdDL annotated logical metamodel  

 
 Next, the metamodel was supplemented with the necessary specification of the 

graphical representation, using EdDL constructions. Respectively, the 
metamodel was annotated (see Figure 2.1). In the figure, some of the offered 
EdDL language elements can be viewed. The fundamental idea was to add the 
presentation level elements into the metamodel, for instance, such as Box, 
Line, Compartment, Diagram, and more, in whose corresponding sub-
classes all of the information of the graphical element presentation of the 
specific diagrammatic tool was stored.  However, the presentation elements 
thereafter were “connected” with the corresponding domain classes, by 
applying the mapping associations. For instance, for the class of Business 
Activity it is determined that the instances are to be displayed in a form of 
boxes (the attached subclass Activity Box of the class Box) with the 
corresponding default dimensions and color. In addition, it can be seen that 
this class contains a range of attributes (in the presentation level terms – 
compartments), which are also correspondingly annotated. The consequences 
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of such compartment annotation were that it was beneficial to create a slightly 
“bizarre” class diagram, in which the domain class compartments are not 
displayed in the same class. It must be remarked that this and a range of other 
inconveniences were eliminated in result of the following research, when 
presentations and domain metamodels were separated from each other.  

 
 The following step for construction a diagrammatic editor is a compilation of 

the annotated metamodel. It is implemented by annotation compiler (EdDL 
parser), which transforms the annotated metamodel into its internal format, 
which is “understood” by the editor engine. The runtime component – editor 
engine interprets this internal format and the end user “receives” a completely 
finished diagrammatic editor (see Figure 2.3). 
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Figure 2.2 The key elements of the generic metamodel based modeling tool prototype 
 
 

 
Figure 2.3 Generated editor in action 
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It must be added that a range of tools, which solved similar problems, had already 
been developed. The main difference from the IMCS developed generic modeling tool 
prototype was that they typically were constructed as completed editor sets with vast 
possibilities of configuration. They could be applied only to a previously defined 
problem domain. Whereas the IMCS developed tool was more universal. It was based 
on the logical metamodel and on the relatively independent definition language 
EdDL, which provided with an opportunity to use the tool for a wide range of the 
graphical editors. Some of the most interesting tools of the time, which claimed a 
similar problem space, were: 

 Metaedit, developer MetaCase Consulting [58] 
 KOGGE,  developer University of Koblenz [59]  
 Toolbuilder, developer Lincoln Software [60] 
 DOME, developer Honeywell [61] 
 Moses, developer ETH Zurich [62] 

 

2.2 Generic modeling tool 
 
Upon initially acquired research results about EdDL and its application in 
development of diagrammatic editors, a conviction was growing about opportunities 
and ideas appeared about how this language could be expanded and improved in order 
to use it in a wider context. The problem research area was development of generic 
modeling tools. A more detailed attention was paid specifically to the area of business 
process modeling tools, about which IMCS had already accumulated vast experience.  
 
The situation that had established in the area of modeling tools at that moment was 
such that none of the available tools was satisfying all of the requirements in the 
specific sector, for which it was provided. Each of the tools had advantages and 
disadvantages. Situation was especially difficult in use of domain specific languages 
[16] (DSL) in enterprises. Each of such languages was unique in a way and differed 
from other. Even in such a relatively stable sector as UML there were problems with 
tool application. Typically – in large enterprises, the UML tools required various 
specific additions, which could not be implemented, by using the expansion services 
offered by the existing tools.  
 
There are various options of how to solve the above mentioned problems in the 
modeling tool area: 

 A tool can be developed individually for each of the modeling methods. 
 An attempt to develop utmost generic modeling tool could be performed, in 

order to satisfy as large of a spectrum of modeling methods as possible.  
 It can be attempted to develop a completely metamodel based generic tool 

development  platform, where there would not be any integrated previously 
defined modeling methods. Moreover, by using such platform, it would be 
possible to create quickly and at low costs the necessary sets of tools. 

 
By researching these problems and according to the previous experience, which was 
acquired during development of a generic modeling tool prototype, it was concluded 
that the most reasonable and also the most interesting problem solution would be 
development of a generic tool development platform. The requirements were 
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established, which should be satisfied by such tool development platform. Below 
listed are the main requirements: 

 The tool must be completely metamodel based. It would mean that the tool 
does not have any predefined (integrated) modeling methodologies. In order to 
begin modeling, the tool must be at first "filled up" with the metamodel and 
the additional information, which would describe the desired modeling 
methodology.  

 The tool must support various modeling notations, by using a common domain 
metamodel. It means that the user can create a model in one notation and 
afterwards operate with it in a different notation (the idea never got completely 
implemented – the significance of transformations and use thereof had not yet 
been conceived). 

 The tool must ensure universal metamodel based  editing options. It means 
that following only the information existent in the metamodel, the tool should 
offer the users coherent domain data editing options.  

 
As a result of the research, a methodology and various components (a platform) was 
developed for development of such generic modeling tools – a generic metamodel 
based modeling tool (Exigen Business Modeler). Below listed are the main 
components of the developed platform:  

 Domain metamodel. It defines the modeling ideas (concepts), their attributes 
(data), and relations amongst them (see bottom part of Figure 2.3).  
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Figure 2.3 A fragment of an extended metamodel example (for a simplified class diagram) 
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 Extended metamodel. It consists of two important parts – metamodel presentation 

part and metamodel core part (see Figure 2.3). The extended metamodel classes are 
connected with the corresponding domain metamodel classes, using mapping 
associations.  

 Diagram annotation definition (mapping definition) and its runtime interpretation 
service. The service ensures an option to describe the manner of logical elements 
(modeling concepts) being displayed as diagram elements (mapping), as well as 
defines the tool’s behavior for operations with diagrams (see Figure 2.4). This 
component of the platform played a special role within the context of the upcoming 
research, which were connected with model transformation language MOLA. It is 
the most important part of the diagram definition in a generic tool. With the 
mappings it is defined how the logical (domain) elements are displayed as diagram 
elements. The mapping syntax (see Figure 2.4) is defined with mapping types 
(patterns). The mapping type contains references to the metamodel classes and 
associations, which is a "closely related" to the pattern concept, which was later 
utilized in MOLA language. However the mapping semantics is dependent on the 
corresponding mapping type and it establishes the semantic operations to be 
performed with diagram alterations. In modern understanding, these activities were 
programmatically hard-coded transformations. However within the context of 
MOLA language it would be the actions to be performed according to the rule, 
which contains the given MOLA language pattern. In publication [4], it is 
described in detail, how to define the formal semantics of the mapping by using 
OCL [63] language. Respectively, to each mapping type a corresponding OCL 
expression can be defined. Up to limited extent, the tool also ensured the 
possibility to supplement the existing mapping types with additional OCL 
expressions. 
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Figure 2.4 Mapping Example (1OToc mapping) 

 The definition and interpreting service of the graphical style of the diagram 
elements.  

 Tree model engine – flexible definition and interpretation of a metamodel based  
tree model. In definition of the model tree, a range of options are used, with 
combination of which it is possible to define practically any coherent model tree 
structure. The most frequently used parts in defining a model tree are:  
o Fixed tree elements – used to form a fixed basic structure of the model tree. 
o Object elements – during tree runtime interpretation (implementation), they 

are “filled up” with the corresponding metamodel class instances. 
o Reference elements – used for definition of recursive tree elements. 
o The selection criteria for the object elements – one of the “most powerful” 

tree definition characteristics. It allows setting specific, similar to OCL 
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selection criteria that are based on the metamodel associations and class 
attribute values. 

o Definition facilities of pop-up menus – ensures the option to create user 
defined menus for the tree model elements. 

 Generic property editor engine – ensures definition and interpretation of 
metamodel based  domain data. By using the domain's metamodel class 
information (attributes and their types, associations with other classes, 
cardinalities, etc.), the generic editor generates the dialogue windows (editors), 
with assistance of which it is possible to perform domain data editing. Various 
heuristics are applied in editor production, which had proven their usefulness 
during the upcoming years. For instance, one of them is – with composition type 
associations attached class instance set is displayed in the editor as included tabular 
editors. Of course, this was not sufficient to implement all of the necessary non-
standard cases. According to the current understanding, they should be 
implemented by using model transformations, however there were no such 
facilities available at that time. Nevertheless, there was an option to configure the 
generated generic editors and in most cases thus the editor quality equivalent to the 
property editors of commercial modeling tools could be acquired. The MOLA 
language editor is constructed exactly in such way – by using the configured and 
partially also the non-configured generic metamodel based property editors (see 
Figure 2.5). 

 Generic table editor engine – ensures tabular editor definition and interpretation 
of metamodel based domain data. It was implemented by applying similar 
principles as with generic property editors. Its key value is the offered option to 
review all instances of a certain metamodel class along with the corresponding 
attributes. During the course of time, this option proved to be a very useful as the 
default instance browser.  

 
The most significant contribution of the author in this research stage is the development 
of the basic principles of the generic metamodel based  modeling tool architecture, as 
well as the investment of the author in developing the basic principles of the diagram 
annotation definition (mapping) and the generic modeling tool manager, model tree 
engine, generic property editor engine, and generic table editor engine all of them 
are designed and implemented by the author himself.  
 
The developed generic metamodel based tool was not the only available tool of that 
kind. According to the functionality, the closest counterparts were Metaedit+[64], 
GME[65] and ATOM3[66]. The tool developed by IMCS was more universal, more 
flexible, and with a broader range of various definition options of modeling 
technology. In the developed tool, a mapping type library is included, which ensures 
mapping of domain elements in corresponding diagrams. By using the tool, it has 
been proved that the selected set of mapping types is practically sufficient in order to 
create a very vast family of modeling tools. However in functionally similar tools, the 
mapping definition options are very poor. Only the very basic mapping facilities are 
included in them, for instance, one specific domain element displayed as one 
presentation (diagram) element. It must be added that in some tools, addition of 
mapping types is available, by programming in one of the traditional programming 
languages, for instance, C++ language in GME tool. However it can be performed 
using inconvenient and labor-consuming low level programming. The fact must be 
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stressed that in the tool developed within framework of the thesis, in comparison with 
similar tools, a practically applicable graphical editor can be created in a very short 
time period. For instance, creation of a practically usable UML class editor would not 
require more than three days of work.  
 
In conclusion, a short summary about this research time period: 

 Experience and knowledge was accumulated on how should and, of course, 
how should not the universal tools be constructed.  

 A new generic modeling tool (Exigen Business Modeler) was constructed, 
which is still actively being used for various experiments in IMCS research 
projects. It must be noted that the editor of model transformation language 
MOLA was also implemented, by using this tool (see Figure 2.5). 

 Mapping, pattern, and transformation concepts were implemented: 
o Mapping definition – a pattern concept, something very “closely 

related” to the pattern concept, which was later used in MOLA 
language. 

o Mapping implementation – hard-coded transformations. In MOLA 
language context, these would be the actions to be performed 
according to the rule, in which the given pattern is included. 

 Very important – the achieved results stimulated to think within the context 
of MDA and MDSD ideas. Knowledge and skills were acquired on how to use 
the model transformations in tool development, as well as understanding was 
discovered on what the transformation language should be in order to use it 
conveniently; also, the transformation significance and its place in software 
development was conceived. It must be marked that the research results 
acquired during this stage were a significant source of ideas and inspiration for 
further research on model transformation language MOLA.  

 
Figure 2.5 Example of operations of the generic modeling tool (MOLA language editor). 
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3 Model transformation language MOLA and its 
application methodology 

 
In this chapter, the results of the second research stage (year 2003 – year  2006) of the 
thesis are reviewed, which are summarized in five publications [6,7,8,9,10] and 
presented in five international conferences. The author has actively been participating 
in all activities related to this research stage. 
 
Research about the model transformation language MOLA was a logical continuation 
of the activities, which were related to the development of universal modeling tools. 
As it has already been mentioned, the MOLA language editor was built, by using the 
generic metamodel based modeling tool (see Figure 2.5) developed during the 
previous research stage.  
 
 

3.1 Model transformation language MOLA 
 
The experience accumulated during the research of the previous years, the acquired 
results, and the ideas expressed in OMG’s MDA [33] initiative had provided with 
comprehension and knowledge on how to use model transformations. The 
significance and role of transformations in software development was realized. 
Understanding was conceived on what the model transformation language should look 
like in order to be conveniently usable in model driven software development 
(MDSD).  
 
When designing the MOLA language developed within framework of the thesis, the 
main goals were:  

 To create a language in which the transformations could be defined as 
conveniently as possible. 

 The transformations should be “easily” understandable (readable) both for the 
user and for the computer.  

 The language should be easily implementable. In addition, later it turned out to 
be a very important aspect of the language. 

 
The developed MOLA language is a unique graphical model transformation language. 
Those language elements that also graphically are easily conceivable are displayed 
graphically. Widely used in the language is pattern application, which is combined 
with simple iterative control structures, which are adopted from the traditional 
structural programming. OO elements are also introduced in the language having 
certain sense in the given context. For instance, such classic OO programming ideas 
as inheritance and polymorphism are also supported.  
 
Each MOLA program defines one transformation and it consists of a metamodel and 
MOLA transformation. Metamodel in MOLA language is understood as a class 
diagram, where included are the parts of source metamodel and target metamodel, and 
mapping association (see Figure 3.1). In general situation, the source and target 
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metamodel sections can also coincide. MOLA transformation is one or more MOLA 
procedures (diagrams), of which one is the main. 
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Figure 3.1 Source and target metamodel example 
 
Further, a short description about some of the most frequently used MOLA language 
basic constructions is given (see also Figure 3.2). MOLA transformation program is a 
sequence of graphical instructions, which are connected with arrows. One of the most 
frequently used instruction types is foreach loop. The foreach loop contains the 
loop head statement and the loop variable. The loops can also be included in each 
other. Another very important language construction is rules. It must be added that the 
loop head is a specific case of the rule. The rule is the pattern, which is combined with 
actions. Patterns hold a special significance in MOLA language – they establish the 
instance group, with which certain activities are going to be performed. In MOLA 
language, a pattern is a fragment of the metamodel, in which each of the class 
(pattern) elements has a name and in which each class may appear several times with 
a certain specific role (similar as in the UML communication diagrams the role name 
is added to the class). The elements are defined in instance notation and they reference 
to the corresponding metamodel class. The elements can be interconnected with links, 
which conform to the corresponding metamodel associations. The class elements may 
have also constraints, which are defined in a very limited OCL subset. It must be 
stressed that loops, rules, patterns, and corresponding actions to be performed with the 
instances, are displayed graphically.  
 



 

 EC_Kopsavilkums_eng.doc  25

Target metamodel 

Source metamodel 

MOLA Diagram example

parameter 

attribute 
assignment 

foreach loop 

link creation 

Metamodel fragment

loophead

end symbol

start symbol 

variable 

Instance creation

pattern link 

loop variable 

pattern element 
- reference

pattern element  

call statement 

variable constraint 

text statement

control flow 

external call 

Figure 3.2 MOLA language elements 
 
In order to obtain better understanding of the basic principles of MOLA language 
construction, it is essential to lay out the general semantics of the language execution: 

 MOLA program receives the source model – a group of instances/links, which 
conforms to the source metamodel. 

 The MOLA program creates the target model as a result of the transformation 
– a group of instances/links, which conforms to the target metamodel. 

 Execution of the transformation is initiated with the starting symbol of the 
main program. 

 Call statements call for the corresponding MOLA procedures (subprograms). 
It must be added that the calls can also be recursive. 

 Statement implementation is successive – the loop is executed consecutively 
for each of the valid loop variable instances. 

 
Further, provided is a more detailed description about the MOLA transformation 
fragment displayed in Figure 3.2. The image shows a metamodel fragment and a some 
MOLA procedure. The most interesting section of the procedure is the foreach 
loop. Construction of the given loop would be executed with all of those Property 
instances that have a link (the link conforms to the association with the role name 
type (see the upper right corner of the metamodel fragment in Figure 3.2)) with a 
PrimitiveType instance and a link with such Class instance @cl, which has 
been received as a parameter when calling this procedure. However this Class 
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instance (@cl) must be connected to a certain RDBTable instance. In addition, it 
must be considered that the corresponding Property instance must satisfy a 
constraint that its attribute’s persistent value is true. If all of the above 
mentioned constraints are satisfied, the action part of the rule is executed. In this case, 
an instance of RDBColumn class is created (displayed as a box with a red interrupted 
frame) and this newly-created instance is connected with the corresponding instances 
of Property and RDBTable classes (dotted red lines). Upon that another MOLA 
procedure is called – SetColumnType with the corresponding parameters. After 
execution of SetColumnType, the next valid Property class instance is sought. 
 
As mentioned in Chapter 1.3, MOLA language is not the only model transformation 
language. Most of the in Chapter 1.3 mentioned languages (for instance, MOF 
QVT[35], MOLA, and many other) sooner or later became practically complete for 
traditional model transformation tasks (practically complete here means – tasks can 
adequately be implemented with programs in the given transformation language). The 
biggest difference between the languages is that of how easy it is to write and read 
information contained therein. It has been proven in practice, that MOLA language, in 
comparison with other languages, possesses high level of expression and readability. 
Reasonably created transformations in MOLA language are practically self-
documenting and it is easy to understand what activities are performed. Work with 
students has proved that MOLA language can be quickly learned and that it is an 
easily perceivable transformation language. It is practically enough to have two 
academic lectures for the students to be able to write wholesome transformations in 
MOLA language. Amongst the rest of the transformation languages, the most similar 
with the MOLA language according to the language style are UMLX[39], AGG[44], 
and the graphical part of the MOF QVT[35] language. However each of these 
languages has some significant disadvantages. For instance, neither of them have a 
well-solved language control structure, besides there are relatively weak and 
inconvenient pattern support solutions. It must be added that a significant 
disadvantage of many model transformation languages is also an insufficient support 
of the corresponding tools, resulting in encumbered practical use of such languages. 
However for the MOLA language it is developed strong tool support (see Chapter 4). 
 

3.2 Usage methodology of MOLA language and efficiency of the 
pattern matching  

 
This research was performed simultaneously with the development of MOLA 
language itself. Already from the very beginning, when designing the MOLA 
language, it was important to consider also efficient implementation of the language, 
in order to avoid unforeseen problems during later implementation of the language 
and in application of the language in real MDSD tasks.  
 
As a result of the research, the pattern matching efficiency in MOLA language was 
examined. Those properties of MOLA language syntax and semantics were separated, 
which could significantly affect the implementation efficiency of the MOLA 
transformations.  
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In order to evaluate the pattern matching efficiency, a hypothetical MOLA language 
virtual machine was developed. The virtual machine was developed as a group of 
simple functions, which would ensure simple activities with the repository. Below are 
the functions of the virtual machine and a detailed description of the meaning is given 
for some of them: 

 getPatternRoot() –  returns the root element (loop variable) of the 
pattern. 

 getPatternElement(int i) –  returns the “i” pattern element. 
 getNext(metaClass mcl) –  the function returns he next class mcl 

instance. In case if there are no more instances to returns then the null 
constant. 

 getNextByLink(association assoc, instance 
sourceInst, metaclass mcl) –  most frequently used pattern 
matching function. The function consecutively returns he class mcl instances, 
which can be reached from the fixed instance sourceInst, by “walking 
around” the links that conform to the association assoc. In case if there are 
no more instances to returns then the null constant. This function also has 
the initialization function initializeGetNextByLink with identical 
parameters. 

 Other less important functions of the virtual machine: 
o eval(instance inst, oclExpression expr),  
o checkLink(instance sourceInst, instance 

targInst, association assoc), 
o getNextFromSet(metaClass mcl, set instSet), 
o getNextByLink(association assoc, instance 

sourceInst, metaclass mcl), 
o getNextByLinkFromSet(association assoc, 

instance sourceInst, metaclass mcl, set 
instSet), 

o and several other initialization functions. 
 
An algorithm was developed, which implemented pattern matching. Algorithm was 
developed, by using the facilities of the hypothetical virtual machine and by observing 
the language programming features. The “good style” was elaborated and offered on 
how programming in MOLA language should be performed in order to the pattern 
matching algorithm to operate efficiently. Some of the basic principles of the “good 
style” were: using metamodel associations with cardinality 0..1 or 1 in the 
corresponding direction (away from the loop variable) and using reference elements 
reasonably both in the included loops, as well as where the association cardinalities 
are not 0..1 or 1 in the corresponding direction. The estimation of the developed 
pattern matching algorithm was evaluated as O(n), where n is the size of the source 
model (number of class instances). The estimation was acquired by conditions that the 
offered style is used in the MOLA language and that the task in fact is possible to be 
solved algorithmically in linear time.  
 
Certainly, in a general situation the pattern matching can require a search through a 
potentially large number of elements. It could occur if MOLA program is created 
unreasonably or some task must be objectively implemented, wherein the 
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programming principles of the offered style cannot be observed. In such 
understanding, the MOLA language is similar to traditional generic programming 
languages, wherein a task could be algorithmically implemented with various 
methods. 
 
The most significant contribution of the author in this research stage is the development 
of solutions, which are related to such MOLA language aspects as development of basic 
constructions, pattern matching efficiency, and implementation of OO 
programming elements into MOLA language (for instance, such classical OO 
programming ideas as inheritance and polymorphism are supported in the language). 
Extensive contribution by the author has been made in development of the hypothetical 
virtual machine of the MOLA language. 
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4 Implementation of MOLA language and application 
of the language 

 
 
In this chapter, the results of the third research stage (year 2004 – year 2007) of the 
thesis are reviewed, which are summarized in three publications   [11, 12, 13] and 
presented in three international conferences. The author has been actively 
participating in all of the activities related to this research stage. The MOLA Tool 
(developed as a result of the research performed during this stage) was demonstrated 
also in the tool demonstration session [20] of an important international conference 
(“European Conference on Model Driven Architecture – Foundations and 
Applications (ECMDA-FA)”). 
 
In order to use the developed language conveniently in model transformation tasks, 
efficient implementation of language and corresponding tool support is required. The 
main goal of the research of this stage was to develop a set of tools, with which it 
would be possible to create MOLA language transformations and implement them. 
The main practical result of the research is the developed MOLA Tool. The MOLA 
Tool consists of several important components (see Figure 4.1): 

 MOLA TDE – MOLA transformation definition environment. 
 MOLA TEE – MOLA transformation execution environment. 
 MOLA Eclipse Plug-in. 
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MOLA TDE ensures editor set for operations with metamodels and MOLA language 
programs and MOLA language compiler. As the base of MOLA TDE, the generic 
modeling tool was used. Various other additional services were ensured in the 
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environment, for instance, import/export in xml format of separate procedures of 
MOLA language, which ensures simultaneous work with one MOLA transformation 
project.  
 
The main component of MOLA TEE is MOLA language virtual machine. Its 
function is to ensure execution of transformations. Due to the fact that in a role of 
runtime repository is the relation data base, it is very natural and convenient to 
implement the MOLA language pattern matching as SQL language queries. 
 
MOLA Eclipse plug-in. 
In order to apply MOLA language in practice for real MDSD tasks, facilities allowing 
to use MOLA from the different development tools (wherein model-driven software 
development was performed) had to be implemented. Therefore intensive research 
was performed during this time period on how to use MOLA language as a plug-in in 
other modeling tools. As a result of the research, several components were developed, 
which ensure execution of transformations written in MOLA language in the 
modeling tools, which are based on the Eclipse platform [67], for instance, a tool of 
IBM company Rational Software Architect [68]. The most interesting of the 
developed components was the component, which ensures generic UML 2.0 XMI 
[69] import/export. It ensures data import/export between the MOLA language 
execution environment and such modeling tool environment, which supports the 
above mentioned XMI standard. 
 
During this time period, research was performed also on how MOLA language could 
be applied in typical MDSD tasks. The corresponding transformations developed in 
MOLA language were built and demonstrated. For instance, in demonstration of 
MOLA Tool [20] it was demonstrated, how it is automatically feasible with assistance 
of MOLA language transformations to quickly and conveniently modify (transform) 
models developed in IBM RSA tool into each other. Specific demonstration was on 
how from the UML project class diagram it is feasible to automatically obtain a model 
usable for Hibernate platform [70]. It is a classical PIM and PSM model application 
in the model-driven software development.  
 
The most significant contribution by the author in this research period is: 

 The MOLA language plug-in designed and developed by the author to be used 
with IBM modeling tool Rational Software Architect. It ensures execution of 
transformations written in MOLA language within the given tool. 

 The generic UML 2.0 XMI import/export component designed and developed 
by the author.  

 The import/export service in MOLA Tool designed and developed by the 
author. It ensures import/export of MOLA procedure export, which is an 
important service in development of large transformation projects, when several 
persons participate in project development.  
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5 Conclusions 
 
 
The thesis involves research on development of generic metamodel based modeling 
tools and on model transformation languages. The goals set forth in the thesis have 
been completed in full. Below shortly listed are the results of the research: 
 

 Generic modeling tool prototype has been designed and implemented – it 
must be noted that the prototype is practically not being used anymore. The 
prototype and the editor definition language (EdDL) used in it provided 
confidence and ideas about the role and significance of model transformations 
in tool development.  

 Generic metamodel based modeling tool has been designed and 
implemented – the tool has particularly well proven itself in practice and it is 
still actively being used in various experiments in IMCS research projects. By 
using this tool, the editor of the model transformation language MOLA was 
also developed.  

 Model transformation language MOLA has been developed – a unique 
graphical model transformation language. It has already been tested and 
successfully  applied  in  international  scientific  projects, as  well as in 
student training at the  master  studies in Computer Science at the University 
of Latvia. 

 MOLA Tool has been designed and implemented – it ensures all of the 
necessary services in order to apply transformations written in MOLA 
language to model transformation tasks. 

 Model transformation MOLA language home page has been developed [71].  
 
It must be emphasized that the research related to transformation languages is being 
intensively carried on. The most interesting project, in which the author of the thesis 
is actively involved, is development of the new versions of MOLA language and 
MOLA Tool:  

 Currently at the IMCS, a new generation metamodel and model transformation 
based tool framework [22] is being developed, wherein the model 
transformations are built in the existing version of MOLA language. In this 
framework, also the next version of MOLA Tool is being built. Respectively, 
the next MOLA language version is implemented using the existing version of 
MOLA language, by applying so-called „bootstrapping” [72] method.  

 The most interesting research topic related to the next MOLA language 
version is the research on how in MOLA language such OO programming 
concepts as templates (templates in C++ language or generics in Java 
language) could be introduced. 
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